Generics in C#

In c#, **generic** is a type used to define a [class](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples), [structure](https://www.tutlane.com/tutorial/csharp/csharp-structures-structs), [interface](https://www.tutlane.com/tutorial/csharp/csharp-interface), or [method](https://www.tutlane.com/tutorial/csharp/csharp-methods-functions-with-examples) with **placeholders** (type parameters) to indicate that they can store or use one or more of the types. In c#, the compiler will replace placeholders with the specified type at compile time.

In c#, we will mostly use generics with [collections](https://www.tutlane.com/tutorial/csharp/csharp-collections) and the [methods](https://www.tutlane.com/tutorial/csharp/csharp-methods-functions-with-examples) that operate on them to specify a type of objects to be stored in a [collection](https://www.tutlane.com/tutorial/csharp/csharp-collections). The generics are introduced in .NET Framework 2.0 with a new [namespace](https://www.tutlane.com/tutorial/csharp/csharp-namespaces-with-examples) called **System.Collections.Generic**.

In c#, generics are useful for improving code reusability, type safety, and performance compared with [non-generic types](https://www.tutlane.com/tutorial/csharp/csharp-collections) such as [arraylist](https://www.tutlane.com/tutorial/csharp/csharp-arraylist" \t "_blank" \o "C# ArrayList with Examples).

Type safety in .NET has been introduced to prevent the objects of one type from peeking into the memory assigned for the other object. Writing safe code also means to prevent data loss during conversion of one type to another.

C# Generics Declaration

To define a [class](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples) or [method](https://www.tutlane.com/tutorial/csharp/csharp-methods-functions-with-examples) as generic, we need to use a type parameter as a placeholder with angle (**<>**) brackets.

Following is the example of defining a generic class with type parameter (**T**) as a placeholder with an angle (**<>**) brackets.

public class GenericClass<T>  
{  
    public T msg;  
    public void genericMethod(T name, T location)  
    {  
       Console.WriteLine("{0}", msg);  
       Console.WriteLine("Name: {0}", name);  
       Console.WriteLine("Location: {0}", location);  
    }  
}

If you observe the above class, we created a class (**GenericClass**) with one parameter (**msg**) and method (genericMethod) using type parameter (**T**) as a placeholder with an angle (**<>**) brackets.

Here, the angle (**<>**) brackets will indicate a **GenericClass** is generic, and type parameter (**T**) is used to accept a requested type. The type parameter name can be anything like **X** or **U**, etc., based on our requirements.

Generally, while creating an instance of the class, we need to specify an actual type, then the compiler will replace all the type parameters such as **T** or **U** or **X**, etc., with specified actual type. In c#, the following is the example of creating an instance of a generic class.

// Instantiate Generic Class, string is the type argument  
GenericClass<string> gclass = new GenericClass<string>();  
gclass.msg = "Welcome to Tutlane";  
gclass.genericMethod("Suresh Dasari", "Hyderabad");

If you observe the above code, we are sending a type as “**string**” so the compiler will substitute all the type parameters (**T**) with defined type “**string**” and our class (**GenericClass**) will be like as shown below.

public class GenericClass  
{  
    public string msg;  
    public void genericMethod(string name, string location)  
    {  
       Console.WriteLine("{0}", msg);  
       Console.WriteLine("Name: {0}", name);  
       Console.WriteLine("Location: {0}", location);  
    }  
}

In c#, we can also create our own custom generic types and methods to provide our own generalized solutions that are type-safe and efficient.

C# Generic Class Example

Following is the example of creating a generic class using type parameter (**T**) with angle (**<>**) brackets in c# programming language.

using System;  
  
namespace Tutlane  
{  
    public class GenericClass<T>  
    {  
        public T msg;  
        public void genericMethod(T name, T location)  
        {  
            Console.WriteLine("{0}", msg);  
            Console.WriteLine("Name: {0}", name);  
            Console.WriteLine("Location: {0}", location);  
        }  
    }  
    class Program  
    {  
        static void Main(string[] args)  
        {  
            Console.WriteLine("\*\*\*\*Generics Example\*\*\*\*");  
            // Instantiate Generic Class, string is the type argument  
            GenericClass<string> gclass = new GenericClass<string>();  
            gclass.msg = "Welcome to Tutlane";  
            gclass.genericMethod("Suresh Dasari", "Hyderabad");  
            Console.ReadLine();  
        }  
    }  
}

When you execute the above c# program, you will get the result as shown below.
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This is how we can use generics in c# to create generic classes or methods based on our requirements.

C# Generic Class as Base / Derived Class

In c#, you can use the generic class as a [base](https://www.tutlane.com/tutorial/csharp/csharp-base-keyword) class, but we need to provide a type instead of type parameter for the [base](https://www.tutlane.com/tutorial/csharp/csharp-base-keyword) class because there is no way to send a required type argument to instantiate a base class at run time.

Following is the example of using a generic class as a [base](https://www.tutlane.com/tutorial/csharp/csharp-base-keyword) class in the c# programming language.

// No Error  
class DClass1 : GenericClass<string> {  
// implementation  
}  
// Compile Time Error  
//class DClass2 : GenericClass<T> {  
// implementation  
//}

If derived class is generic, then we don’t need to specify a type for the generic base class instead, we can use the type parameter (**T**).

Following is the example of defining a generic derived class in the c# programming language.

// No Error  
class DClass1 : GenericClass<string> {  
// implementation  
}  
// No Error  
class DClass2<T> : GenericClass<T> {  
// implementation  
}

C# Generic Methods

In c#, if we define a [method](https://www.tutlane.com/tutorial/csharp/csharp-methods-functions-with-examples) with a type parameter, then it is called a **generic method**. Following is the example of defining a generic method with a type parameter using angle (**<>**) brackets.

public void genericMethod<T>(T a, T b)  
{  
// Implementation  
}

This generic method can be called either by specifying the type of argument or without an argument like as shown below.

genericMethod<int>(1, 2);  
  
//or  
  
genericMethod(1, 2);

C# Generic Method Example

In c#, you can call a generic method by passing any type of argument. Following is the example of defining a generic method in the c# programming language.

using System;  
  
namespace Tutlane  
{  
     public class SampleClass  
     {  
         public void GMethod<T>(T a, T b)  
         {  
            Console.WriteLine("Param1: {0}", a);  
            Console.WriteLine("Param2: {0}", b);  
         }  
     }  
     class Program  
     {  
        static void Main(string[] args)  
        {  
            Console.WriteLine("\*\*\*\*Generics Method Example\*\*\*\*");  
            SampleClass s = new SampleClass();  
            s.GMethod<int>(1, 2);  
            s.GMethod("Suresh Dasari", "Hyderabad");  
            Console.ReadLine();  
        }  
     }  
}

If you observe the above code, we call our generic method (**GMethod**) with or without type parameters and send different types of arguments based on our requirements.

When you execute the above c# program, you will get the result as shown below.

![C# Generic Method Example Result](data:image/png;base64,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)

This is how you can define generic methods in the c# programming language based on our requirements.

C# Generic Delegates

In c#, a generic [delegate](https://www.tutlane.com/tutorial/csharp/csharp-delegates) will be same as a normal [delegate](https://www.tutlane.com/tutorial/csharp/csharp-delegates), but the only difference is a generic [delegate](https://www.tutlane.com/tutorial/csharp/csharp-delegates) will have a generic type with angle (<>) brackets.

Following is the example of defining a generic delegate in the c# programming language.

using System;  
  
namespace Tutlane  
{  
    // Declare Generic Delegate  
    public delegate T SampleDelegate<T>(T a, T b);  
    class MathOperations  
    {  
       public int Add(int a, int b)  
       {  
          return a + b;  
       }  
       public int Subtract(int x, int y)  
       {  
          return x - y;  
       }  
    }  
    class Program  
    {  
       static void Main(string[] args)  
       {  
          Console.WriteLine("\*\*\*\*Generic Delegate Example\*\*\*\*");  
          MathOperations m = new MathOperations();  
          // Instantiate delegate with add method  
          SampleDelegate<int> dlgt = new SampleDelegate<int>(m.Add);  
          Console.WriteLine("Addition Result: " + dlgt(10, 90));  
          // Instantiate delegate with subtract method  
          dlgt = m.Subtract;  
          Console.WriteLine("Subtraction Result: " + dlgt(10, 90));  
          Console.ReadLine();  
       }  
    }  
}

If you observe the above code, we defined a delegate (**SampleDelegate**) with generic type parameter (**T**) using angle (**<>**) brackets and accessing it by creating an instance of [delegate](https://www.tutlane.com/tutorial/csharp/csharp-delegates) with a required argument (**int**).

When you execute the above c# program, you will get a result, as shown below.

![C# Generic Delegate Example Result](data:image/png;base64,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)

This is how we can use generics with [delegates](https://www.tutlane.com/tutorial/csharp/csharp-delegates) based on our requirements in the c# programming language.

C# Generics Overview

The following are the important properties of generics in the c# programming language.

* In c#, generics are represented by using angle bracket **<>**.
* To define a [class](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples) or [method](https://www.tutlane.com/tutorial/csharp/csharp-methods-functions-with-examples) as generic, we need to use a type parameter as a placeholder with angle (**<>**) brackets.
* The compiler will replace all the placeholders with the specified type at compile time.
* In c#, generics are useful for improving the code reusability, type safety, and performance compared with non-generic types such as [arraylist](https://www.tutlane.com/tutorial/csharp/csharp-arraylist" \o "C# ArrayList with Examples" \t "_blank).
* In c#, you can use generics with [interfaces](https://www.tutlane.com/tutorial/csharp/csharp-interface), [classes](https://www.tutlane.com/tutorial/csharp/csharp-classes-and-objects-with-examples), [methods](https://www.tutlane.com/tutorial/csharp/csharp-methods-functions-with-examples), [properties](https://www.tutlane.com/tutorial/csharp/csharp-properties-get-set), [delegates](https://www.tutlane.com/tutorial/csharp/csharp-delegates), [events](https://www.tutlane.com/tutorial/csharp/csharp-events), and [operators](https://www.tutlane.com/tutorial/csharp/csharp-operators-arithmetic-relational-logical-assignment-precedence).